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# Abstract

*An abstract is a shortened version of the report and should contain all information necessary for the reader to determine:*

1. *What are the aim and objectives of the project*
2. *What are the main technical choices*
3. *What are the results*

*Frequently, readers of a report will only read the abstract, choosing to read at length those reports that are most interesting to them. For this reason, and because abstracts are frequently made available to engineers by various computer abstracting services, this section should be written carefully and succinctly to have the greatest impact in as few words as possible.*

*Although it appears as the first section in a paper, most report writers write the abstract section last.*

Cf. (Dawson 2009, p.195).

# Introduction

Eurofins is an international network of laboratories, centered in the European countries. Their Danish office is located in Vejen, and its focus is to test food, dairy products and feed. (Eurofins Scientific, 2018)

Today, they have multiple excel-sheets for keeping track of their calendar, work assignments and vacations. The excel-sheets are updated manually for each employee by their team leader. In that sense, the team-leader organizes the work-load of each employee for the upcoming weeks, using a separate work-sheet, to have the right amount of people on each task. They keep another document to keep track of preferences, for example allergies, bad shoulder and so on. The team leaders need to keep track of whether an employee can perform a certain analysis (if they have been trained for it). (Eurofins Steins, n.d.)

The problem with the manual input of all the calendars where the team leaders juggle between 3 worksheets, is that they often make mistakes and the process consumes a lot of time. The mis-assignment of a resource will influence other projects, because of the inter-connectivity of projects and departments in modern organizations. Therefore, it is vital that team leaders establish an appropriate sequence and configuration of work, which is difficult to do manually. (Bendoly, et al., 2010)

Eurofins needs an application that can store a staff time template, a training sheet and a work plan in one place. They would like to be able to edit these, even when others are viewing them, and they want only team-leaders to be able to edit the files. The different functions need to be flexible to allow for comments, adding or removing different analyses, hiring new employees and hiding or removing old ones. They would like to be able to store the data for at least a year and they want to be able to view the plan without installing the application, for example online. (Eurofins Steins, n.d.)

The system will not contain server/client infrastructure, as this has not been taught as part of the curriculum. Because of this, the system will not be able to notify users of changes that has occurred, while they are away from the program. Data will not be stored for long periods of time, as that would require a dedicated location for the save files, which we do not have access to. The system will have a limited availability as it will only be able to run on a computer using java.

Following this section will go into detail about our Project Description, explain in detail the requirements for the system, walk through the steps of our analysis and then into the design of the program. Finally, the report will document how the system has been implemented, including the testing phases. Through the testing phases, the requirements have been tested individually, to ensure the functionality of the system.

# Requirements

We have two actors: an employee and a team leader.

Employees will only use the program for viewing their own or others’ schedule. As a part of that, they can search for a date, a fellow employee or team leader and types of analysis performed.

Eurofins needs one program for work plan, employee management, training and preferences. The program has two types of users: The team-leaders and employees. Employees can view the work plan and they can also search for specific date, schedule or analysis. While the team-leaders are able to add, change or delete a work plan or comment for a specific employee in a specific date. They can also add, hide or remove an employee. Moreover, they can accept vacations and make or accept a request form external team-leaders for an employee to do an assignment for the other team.

## Functional Requirements

1. The system must be able to track the current date
2. The system must be able to extrapolate current month and/or week from current date
3. The system must store the employees name, employee code (1), training info (2) and test preferences (3)
4. The system must be able to differentiate between employee and team leader (4), as only the team leader can make changes
5. Users must be able to search for specific schedules or type of analysis
6. The search function must be able to search using keywords, such as names, codes, analysis type and date
7. Team leaders must be able to mark days of a specific employee as vacation days
8. The system must be able to differentiate the vacation marks (see requirement 8) into 2 categories: Accepted vacations, and vacations pending acceptation
9. The team leader must be able to comment on specific dates of an employee
10. The system must be able to store a worksheet which records how many employees are needed, for any specific test in a specific week
11. Team leaders must be able to request for an employee on another team to be assigned on a task on another team
12. The system must be able to accept a request for an employee to do an assignment at another team, from an external team leader and record the employee’s temporary assignment to the other team
13. The system must be able to prevent illegal inputs, like a character in an age
14. The team leader must be able to add, change or delete a work-schedule on a specific date of a specific employee
15. The team leader must be able to add, hide or remove employees from the registry
16. The team leader must be able to put multiple analyses on a single day of a specific employee
17. The schedule must be available without installing an application
18. The system must keep track of employees tasked with the different assignments
19. The system should alert the team leader if the number of employees on a task is less than the minimum required (see requirement 10)

## Non-Functional Requirements

1. The system must be developed in Java
2. Scheduled vacations (see functional Req. 8) must colour accepted vacation red and vacations pending acceptation yellow
3. The stored training info (2) should be coloured:
   * Purple for approved employee
   * Red for employee needing retraining
   * Yellow for employee under training
4. The search function must return results within 2 second 95% of the time

# Analysis

The purpose of the analysis section is to outline an understanding of the problem domain and specifically WHAT the stakeholders want. Here, you elaborate on your background description.

You identify objects in the problem domain that will be involved in the solution and how these objects cooperate. The result of this analysis is a Domain Model (Larman 2004, chap.9) and other relevant diagrams.

Use the UML standard for all diagrams where relevant.

Note: Remember that all implementation dependent objects are not part of the domain model only conceptual classes related to the requirements and the domain.

# Design

The purpose of the design section is to outline HOW the system is structured; i.e. to transform the artefacts of the analysis into a model that can be implemented. The design section is relevant for the programmer, whereas the analysis is relevant for the stakeholder.

Elements that may be relevant in this section:

* Architecture: Find architecture patterns here (Leszek Maciaszek 2004, chap.9).
* Technologies: Describe technologies used, also alternative technologies. Argue for choice of technology according to the project aim.
* Design Patterns: Describe which design patterns (GoF (Gamma et al. 2002) etc.) you are using and why.
* Class Diagrams
* Interaction Diagrams
* UI design choices
* Data models, persistence, etc.

You must explain all diagrams in the report. These diagrams including descriptions are the blueprints for the implementation.

Hint: One way to figure out which objects/classes are needed in the design is to apply the General Responsibility Assignment Software Patterns/principles (GRASP) (Larman 2004, chap.17).

Hint: Consider how to design your system to make it testable.

# Implementation

The purpose of the implementation section is to explain interesting code snippets. An idea is to explain the complete path through your system from UI to database etc.

Remember that your implementation must be consistent with your design (Larman 2004, chap.20).

Which standard libraries are used? How are design patterns implemented, etc.

Hint: Implement your code in a testable manner.

# Test

The purpose of the test section is to document the result of your testing; to verify if the content of the requirements section has been fulfilled. How is the system tested, which strategy has been used; e.g. White Box (Unit Test), Black Box, etc.

## Test Specifications

For functional requirements, test specifications must be listed. These test specifications can be described as soon as the functional requirements have been completed (Use Cases including descriptions).

IEEE can be used as a template for test specification (IEEE Computer Society 2008). VIA Library can give you access to this standard.

# Results and Discussion

The purpose of the results and discussion section is to present the outcome and achieved results of the project.

# Conclusions

The purpose of the conclusion section is to compile the results from each section in the report. What is the conclusion? Did the project fulfil the requirements? Etc.

You can only comment on report contents, no new topics or content can be introduced in this section.

# Project future

Reflect on your project from a technical viewpoint and describe what you would change if you could.

Suggest how the project could be improved or made ready for production. Discuss scalability, suggest possible spin offs, what is needed, missing, etc.?
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# Appendices

The purpose of your appendices is to provide extra information to the expert reader. List the appendices in order of mention.

Examples of appendices

* Project Description
* User Guide
* Source code – source documentation
* Diagrams
* Data sheets
* Etc.

**Appendix A Project Description**

Insert the original Project Description here